**Unit: 5 Linked List**

1. **Concept and Definition**

**What are the main drawbacks of using sequential storage to represent stacks and queues?**

* Array is implemented using static method. It should be declared before using it. If an array consist only two or three element, other remaining space will be waste.
* Size of array is always fixed. If the requirement of array is increased, we can not extend the size of array while it is using.

Another way to organize a collection of elements is a linked list, or in short list. A list is a collection of nodes; Each node stores an element, and a link to another node. Each item in the list is called **node** and contains two field, an **information** field and a next **address** field. The information field holds the actual element on the list. The next address field contains the address of the next node in the list. Such an address, which is used to access a particular node, known as a pointer.The last node has a reference to null. The entry point into a linked list is called the **head** of the list. It should be noted that head is not a separate node, but the reference to the first node. If the list is empty then the head is a null reference.
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Fig 5.1(b) : Example of Linked List

* The list with no nodes on it is called the empty list or null list.

**Notation for use in Algorithm**

If p is a pointer to a node, node(p) refers to the node pointed to by p, info(p) refers to the information portion of that node, and next(p) refers to the next address portion and is therefore a pointer. Thus, if next(p) is not null, info(next(p)) refers to the information portion of the node that follows node(p) in the list.

1. **Types of linked list**
   1. **Singly Linked List:**

A linked list is also known as singly link list which is described above.

* 1. **Doubly Linked List**

A doubly linked list is a list that has two references, one to the next node and another to previous node.

![](data:image/png;base64,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)

Fig 5.2(c) : Example of Doubly Linked List

* 1. **Circular Linked List**

Another important type of a linked list is called a circular linked list where last node of the list points back to the first node (or the head) of the list.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAIAAACQd1PeAAAADElEQVR42mP4//8/AAX+Av4zEpUUAAAAAElFTkSuQmCC)

Fig 5.2(d) : Example of Circular Linked List

1. **Inserting and deleting nodes**

A linked list is a dynamic data structure. The number of nodes in a list is not fixed and can grow and shrink on demand. Any application which has to deal with an unknown number of objects will need to use a linked list.

**Inserting a nodes**

For example, the list of integer given are shown in figure 5.3.1.a and we are going to add an integer 6 to the front of the list. we change the list so that it will appear as shown in figure 5.3.1 f. The first step is to allocate memory to store 6. Let us assume, this could be achieved by operation

p = getnode();

**Fig : From book(pg188)**

obtains an empty node and set the contents of a variable named p to the address of that node. The value of p is pointer to this newly allocated node. Fig 5.3. 1b illustrate the list and the new node after performing the getnode operation.

The next step is to insert the integer 6 into the info portion of the newly allocated node. This is done by the operation

info(p) = 6;

The result of this operation is illustrated in figure 5.3 .1c

After setting the info portion of the node(p), it is necessary to set the next portion of that node. Since node(p) is to be inserted at the front of the list, the node that follows should be the current first node on the list. Since the variable list contains the address of that first node, node(p) can be added to the list by performing the operation

next(p) = list;

this operation places the value of list(which is the address of the first node on the list) into the next field of node(p). figure 5.3.1 d illustrate the result of this operation.

At this point p points to the list with the additional item included. However, since list is the external pointer to the desired list, its value must be modified to the address of the new first node of the list. This can be done by performing the operation

list = p;

Which changes the value of list to the value of p. Figure 5.3.1e illustrate the result of this operation. Figure 5.3.1e and f are identical except that the value of p is not shown in Figure 5.3.1 f. This is because p is used as an auxiliary variable during the process of inserting 6 on the list.

Putting all the step together, we have an algorithm for adding the integer 6 to the front of the list list:

p=getnode();

info(p) = 6;

next(p) = list;

list = p;

To insert any element on list , simply replace 6 by x. It also work even list is initially empty ( list == null ).

**Deleting a nodes**

Figure 5.3.2 illustrates the process of removing the first node of a nonempty list and storing the value of its info field into a variable x. The initial and final configuration are shown in fig 5.3.2a and 5.3.2.f The process itself is almost the exact opposite of the process to add a node to the front of the list.

Figure pg 190.

To obtain Figure 5.3.2 d from figure 4.3.3 a, the following operations are performed.

p=list; ( **Figure 5.3.2 b )**

list = next(p); ( **Figure 5.3.2 c )**

x=info(p); ( **Figure 5.3.2 d )**

Now p is not accessible from anywhere in the list. freenode(p) (figure 5.3.e) will deallocate the space allocated by node p and can be reallocated by using operation freenode(p).

Another way of thinking of getnode and freenode is that getnode creates a new node , whereas freenode destroys a node.

1. **Linked implementation of a stack (PUSH / POP)**

Linked implementation of stack is achieved by adding an element from the front of the linked list which is similar to the PUSH operation of stack. A stack is only accessible from the top, and a list can be accessed only from the pointer to its first element. The operation of removing the first element from the linked list is analogous to popping a stack. In both cases the only immediately accessible item of a collection is removed, and the next item becomes immediately accessible.

**PUSH Operation:**

In this way, stack can be implemented in another way. In a linear linked list implementation of stack,the first node of the list is the top of the stack. If an external pointer s points to such a linked list, the operation push(s, elt) may be implemented by

p = getnode();

info( p) = elt;

next( p ) = s;

s = p;

**POP Operation:**

The operation empty is just only a test of whether s equal null. The operation x= pop(s) remove the first node from a non empty list and display overflow, if the list is empty.

if ( empty(s)) {  
 printf(“Stack Underflow”);

exit(1);

}

else

{

p=s;

s=next(p);

x=info(p);

freenode(p);  
}

Figure 5.4.a illustrate a stack implemented as a linked list, and figure 5.4 b illustrates the same stack after another element has been pushed onto it.

figure from book pg:192

The advantage of list implementation of stacks is that stacks grow and shrink while inserting and deleting value on it. The space is allocated for each node before inserting value and the space will free when it is deleted. No space has been pre allocated to any single stack and no stack is using space that it does not need.

**getnode and freenode operations**

The *getnode*  operation may be regarded as a machine that manufactures nodes. Initially there exist a finite pool of empty nodes and it is impossible to use more than that number at a given instant . If it is desired to use more than that number over a given period of time, some nodes must be reused. The function of *freenode* is to make a node that is no longer being used in its current context available for reuse in a different context.

The list of available nodes is called the *available list.* When the available list is empty that is all nodes are currently in use and it is impossible to allocate any more, overflow occurs. Assume that an external pointer *avail* points to a list of available nodes. Then the operation getnode and freenode are implemented as follows



int getnode(void)

{

int p;

if (avail == null)

{

printf(“overflow\n”);

exit(1);

}

p = avail;

avail = node[avail].next;

return(p);

} /\* end getnode \*/

void freenode (int p)

{

node[p].next = avail;

avail = p;

return;

} /\* end freenode \*/

1. **Linked implementation of a queue (Insert / Remove)**

We know that items are deleted from the front of a queue and inserted at the rear. Let a pointer to the first element of a list represent the front of the queue q.front. Another pointer to the last element of the list represents the rear of the queue q.rear. empty(q) and x=remove(q) are similar to empty(s) and x=pop(s) of stack respectively. Both q.front and q.rear must be null in an empty queue. Disadvantages - A node in a linked list occupies more storage than a corresponding element in an array. The additional time spent in managing the available list for each addition and deletion of an element. All the stacks and queues of a program have access to the same free list of nodes. Nodes not used by one stack may be used by another. An item is accessed in a linked list by traversing the list from its beginning. To access nth item, list implementation requires an operations. It is necessary to pass through each of the first (n-1) elements before reaching the nth item.Advantages - The advantage of a list over an array occurs when it is necessary to insert or delete an element in the middle of a group of other elements.

**The pseudo code for deletion is below:**

*if (empty(q))*

*{*

*printf("Queue is Underflow");*

*exit(1);*

*}*

*p = q.front;*

*t = info(p);*

*q.front = next(f);*

*if (q.front == null)*

*q.rear = null;*

*freenode(f);*

*return(t);*

**The operation insert algorithm is implemented**

*p = getnode();*

*info(p) = x;*

*next(p) = null;*

*if (q.rear == null)*

*q.front =p;*

*else*

*next(q.rear) = p;*

*q.rear = p;*

We can use a list to represent a priority queue in ordered list or unordered list. For an ascending Priority queue, insertion is implemented by the place operation, which keeps the list ordered, and deletion of the minimum element is implemented by the delete operation, which removes the first element from the list. A Descending priority queue can be implemented by keeping the list in descending order rather than ascending, or by using remove to delete the minimum element. In an ordered list, if you want to insert an element to the priority queue, it will require examining an average of approximately n/2 nodes but only one search for deletion.

An unordered list may also be used as a priority queue. If you want to insert an element to the list always requires examining only one node but always requires examining n elements for removal of an element.

The advantage of a list over an array for implementing a priority queue is that an element can be inserted into a list without moving any other elements, whereas this is impossible for an array unless extra space is left empty.

1. **Circular List**

Circular lists are like singly linked lists, except that the last node contains a pointer back to the first node rather than the null pointer. From any point in such a list, it is possible to reach any other point in the list. If we begin at a given node and travel the entire list, we ultimately end up at the starting point.

Note that a circular list does not have a natural "first or "last" node. We must therefore, establish a first and last node by convention - let external pointer point to the last node, and the following node be the first node.

* 1. Stack as a circular list (PUSH / POP)

A circular list can be used to represent a stack.

The following is a C function to push an integer x onto the stack. It is called by push(&stack, x), where stack is a pointer to a circular list acting as a stack.

*void push(NODEPTR \*pstack, int x)*

*{*

*NODEPTR p;*

*p = getnode();*

*p->info = x;*

*if (\*pstack == NULL)*

*\*pstack = p;*

*else*

*p->next = (\*pstack) -> next;*

*(\*pstack) -> next = p;*

*} /\*end push\*/*

The following is a C function to pop an integer from the stack. It is called by pop(&stack), where stack is a pointer to a circular list acting as a stack.

*int pop(NODEPTR \*pstack)*

*{*

*int x;*

*NODEPTR p;*

*if (\*pstack == NULL)*

*{*

*printf("Stack underflow\n");*

*exit(1);*

*} /\*end if\*/*

*p = (\*pstack) -> next;*

*x = p->info*

*if (p == \*pstack)*

*/\* only one node on the stack \*/*

*\*pstack = NULL;*

*else*

*(\*pstack) -> next = p->next;*

*frenode(p);*

*return(x);*

*} /\*end pop \*/*

1. Queue as a circular list (Insert / Remove)

|  |  |  |
| --- | --- | --- |
| It is easier to represent a queue as a circular list than as a linear list. If considered as a linear list, a queue is specified by two pointers, one to the front of the list and other to its rear. However, by using a circular list, a queue may be specified by a single pointer q to that list. node(q) is the rear of the queue and the following node is its front.  The following is a C function to insert an integer x into the queue and is called by insert(&q, x)  *void insert(NODEPTR \*pq, int x)*  *{*  *NODEPTR p;*  *p = getnode();*  *p->info = x;*  *if (\*pq == NULL)*  *\*pq = p;*  *else*  *p->next = (\*pq) -> next;*  *(\*pq) -> next = p;*  *\*pq = p;*  *return;*  *} /\*end insert\*/*  To insert an element into the rear of a circular queue, the element is inserted into the front of the queue and the circular list pointer is then advanced one element, so that the new element becomes the rear  **Primitive operation Of Circular List**  Abstract Data Type (ADT) is a useful tool for specifying the logical properties of data type. An ADT is a collection of values and a set of operations on those values. Mathematically speaking, “a TYPE is a set,, and elements of set are Values of that type”.  **ADT List**  A list of elements of type T is a finite sequence of elements of type T together with the operations of create, update, delete, testing for empty, testing for full, finding the size, traversing the elements. In defining Abstract Data Type, we are not concerned with space or time efficiency as well as about implementation details. The elements of a list may be integers, characters, real numbers and combination of multiple data types.  **Primitive Operation of Singly List** |  |  |

1. Doubly Linked List (Insert / Remove)

In a singly linked list, each element contains a pointer to the next element. We have seen this before. In single linked list, traversing is possible only in one direction. Sometimes, we have to traverse the list in both directions to improve performance of algorithms. To enable this, we require links in both the directions, that is, the element should have pointers to the right element as well as to its left element. This type of list is called doubly linked list.

Doubly linked lists are like singly linked lists, in which for each node there are two pointers -- one to the next node, and one to the previous node. This makes life nice in many ways:

* You can traverse lists forward and backward.
* You can insert anywhere in a list easily. This includes inserting before a node, after a node, at the front of the list, and at the end of the list and
* You can delete nodes very easily.

Doubly linked lists may be either linear or circular and may or may not contain a header node

1. **Advantages of linked List:**
   1. Linked lists are a dynamic data structure, allocating the needed memory when the program is initiated.
   2. Insertion and deletion node operations are easily implemented in a linked list.
   3. Linear data structures such as stacks and queues are easily executed with a linked list.
   4. They can reduce access time and may expand in real time without memory overhead.
2. **Disadvantages of linked List:**
   1. They have a tendency to waste memory due to [pointers](http://en.wikipedia.org/wiki/Pointer_(computer_science)) requiring extra storage space.
   2. Nodes in a linked list must be read in order from the beginning as linked lists are inherently sequential access.
   3. Nodes are stored incontiguously, greatly increasing the time required to access individual elements within the list.
   4. Difficulties arise in linked lists when it comes to reverse traversing. Singly linked lists are extremely difficult to navigate backwards, and while doubly linked lists are somewhat easier to read, memory is wasted in allocating space for a back pointer.
3. A linked list is a dynamic data structure. The number of nodes in a list is not fixed and can grow and shrink on demand. Any application which has to deal with an unknown number of objects will need to use a linked list.
4. One disadvantage of a linked list against an array is that it does not allow direct access to the individual elements. If you want to access a particular item then you have to start at the head and follow the references until you get to that item.
5. Another disadvantage is that a linked list uses more memory compare with an array - we use extra 4 bytes (on 32-bit CPU) to store a reference to the next node.
6. Linked lists have the following (dis)advantages when compared with sequential allocation for
7. storing linear lists:
8. 1. Easy insertion of a new node anywhere in the list.
9. 2. Easy deletion of any node of the list.
10. 3. Slow access to random nodes.
11. 4. Extra storage required for links (but often more efficient overall use of store).
12. 5. In general, slightly less efficient scanning through the list (dependent on the instruction sets
13. of particular machines).
14. 6. Two lists may be easily concatenated into a single list, or a single list split into two lists.
15. 7. There is no pre-specified maximum list length.
16. It may be noted also that linked lists can represent structures more complex than linear lists.

Problems:

* What are the differences between a linked list and an array?
* Write a small program to delete the last node of a given linked list.
* Using the same code, convert the existing list into a circular linked list.
* Using the data given in question 2,Write a small function to traverse the linkedlist only once and find out the middle element.
* Given a singly linked list, write a small subroutine getNth() to get nth node of the linked list.
* Write a small subroutine insertNth() to insert nth node in a singly linked list.
* What is a queue and how can you implement queue using a linked list?
* What is a stack and how can you implement stack using a linked list?
* Given below is the subroutine for deletion of a node in a queue.
* Delete (struct node \*list, struct node \*first, struct node \*last){
* Struct node \*temp;
* temp=first;
* first=first->next;
* first->prev=NULL;
* free(first);
* }
* There is an error in this code. Modify the code so that it deletes exactly the first node of the queue.
* Given two singly linked lists, how do you append them?